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Abstract

The Body Control Module is one of the main devices inside a car since it is responsible of the critical aspects for the correct function of the vehicle including the safety and comfort of all passengers. However, these features come at a high cost. Therefore, the aim of this project was to perform a BCM capable of executing the basic functions of a commercial module in a car but with a lower cost. This was achieved using the SAMV71 development board and its embedded CAN protocol communication port and following the V-cycle which has two main branches: planning and integration of their parts and validation. This model facilitates keeping track of any progress during the development stage. The device successfully read analog and digital inputs, processed the information and sent it through the CAN bus for further processing. AUTOSAR was the standard used through the development process, since it is the most employed in the automotive industry. It specifies that the software components shall be in layers, helping the process of integration and giving portability to the project. With this BCM it is possible to adapt a classic internal combustion engine car that lacks modern electronics to a battery electric vehicle.
**Introduction**

One of the main contributions of the automotive industry is developing new features in comfort, safety and security. These characteristics include devices that measure pressure, acceleration and temperature in tires, including electronic boards to control the engine system or a module to manage the exterior and interior lights, wipers, tire pressure, battery voltage, etc. This module is known as the Body Control Module (BCM) [1].

Generally, most cars include a BCM, but in developing countries, they include an on-board computer with limited characteristics or in the worst case, neither of these features are considered due to economic constraints. [2]. In this sense, for lower segment cars, a BCM with minimum features in terms of comfort, safety, security, and affordability is in high demand.

The advantages of a BCM include a lower production cost, fewer cables needed and lower complexity and a reduced weight, among others. A BCM helps reduce the complexity of the architecture, currently, a car includes nearly 100 hundred ECUs, and a BCM helps make the system more flexible. To date, the design of a BCM requires focusing on cost, efficiency, reliability, and safety.

Nowadays, the BCM sends and receives the necessary information for the driver between different Electronic Control Units (ECU) in real-time to know the status of critical aspects for the correct function of the vehicle. This information is sent through a communication protocol developed by BOSCH in the 1980s known as Control Area Network (CAN) [3]; however, the more features a car has, the more expensive it becomes. Therefore, the purpose of this project is to replicate the operation of a conventional BCM using the SAM V71 board. It is not only a low-cost development board, but it also has a 32-bit ARM Cortex-M7 RISC Microcontroller specially designed for automotive applications and it operates at a maximum speed of 300 MHz (one of the fastest on the market) with multiple analogic and digital inputs plus a CAN transceiver [4].
1. **OVERALL DESIGN**

In the automotive industry there is a standard for the development of new systems, the V-Cycle. This model describes the necessary steps and connections between the individual development stages of this project. The V-model has two main branches as shown in Fig. 1-1, the left describes the planning and the right represents the integration of their parts and validation.

![V-Cycle Diagram](image)

**Fig. 1-1 V-Cycle.**

The advantage of the V-Cycle is its intuitive nature since it is easy to use in a systematic way and it also facilitates keeping track of any progress during the development stage. The disadvantage of this model is that the code is developed midway in the system’s life cycle, so there are no early software prototypes, if there is a change to be made, one needs to go back to the first step in the model, specifically, to the requirements and modify them. Another big disadvantage is that almost all resources are focused on the development phase leaving little to no time for testing purposes.
1.1 Requirements

The BCM controls different signals that a user activates with external switches. These signals are exterior lights, such as turn indicators, hazards, hand-brake, high beams, low beams, position lights, a simulation of speedometer of the vehicle, tachometer, fuel level, battery voltage, environment temperature and door warning (one or more doors are open). Also, there are other signals that are activated by the system, in other words, without an intervention of an external user. These are: fuel efficiency, tire pressure, status of the compass, engine warning ABS brake warning, air bug status, oil and motor temperature warnings, seatbelt status, and satellite notification.

1.2 Architecture

Once the requirements were defined, we proceeded to design the architecture of the system based on the interaction of each part with the environment, with other devices (for example, other ECU’s) and within this project’s architecture. In the software development phase, we applied AUTOSAR Layered Software Architecture, which is the standard for automotive software development, it specifies that the software must be divided into layers, the way layers interact between them, and what it should not be done, for example, interfaces bypassing two or more software layers. [5]. The architecture used is shown in Fig. 1-2.
1.3 Integration

To develop the BCM software, we used C programming language [6]. Based on the AUTOSAR layer, driver and abstraction codes, CAN manager, a code which validates the input signals if they are true or not, and finally, a scheduler that manages the functionality of the software used.

The driver codes were used to configure the ports as inputs, afterwards, with the key validation code, the input signals through input ports, were validated as shown in Fig. 1-3.
Then, the abstraction codes obtain and interpret the information that the ports provide after being validated by key validation; afterwards, a small section of this code places the information in the CAN message structure shown in TABLE 1 and TABLE II.
### TABLE I

**CAN Message 010 Structure**

<table>
<thead>
<tr>
<th>Byte</th>
<th>Bit 7</th>
<th>Bit 6</th>
<th>Bit 5</th>
<th>Bit 4</th>
<th>Bit 3</th>
<th>Bit 2</th>
<th>Bit 1</th>
<th>Bit 0</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>Handbrake</td>
<td>Fuel level</td>
<td>Fuel level</td>
<td>Fuel level</td>
<td>Fuel level</td>
<td>High Beams</td>
<td>Low Beams</td>
<td>Position lights</td>
</tr>
<tr>
<td>1</td>
<td>Car Speed</td>
<td>Car Speed</td>
<td>Car Speed</td>
<td>Car Speed</td>
<td>Car Speed</td>
<td>Car Speed</td>
<td>Car Speed</td>
<td>Car Speed</td>
</tr>
<tr>
<td>2</td>
<td>Tachometer</td>
<td>Tachometer</td>
<td>Tachometer</td>
<td>Tachometer</td>
<td>Tachometer</td>
<td>Tachometer</td>
<td>Tachometer</td>
<td>Tachometer</td>
</tr>
<tr>
<td>3</td>
<td>Empty</td>
<td>Empty</td>
<td>Gear position</td>
<td>Gear position</td>
<td>Gear position</td>
<td>Battery level</td>
<td>Battery level</td>
<td>Battery level</td>
</tr>
<tr>
<td>4</td>
<td>Check Engine</td>
<td>Fuel efficiency</td>
<td>Fuel efficiency</td>
<td>Fuel efficiency</td>
<td>Fuel efficiency</td>
<td>Fuel efficiency</td>
<td>Fuel efficiency</td>
<td>Fuel efficiency</td>
</tr>
<tr>
<td>5</td>
<td>Empty</td>
<td>Empty</td>
<td>Compass position</td>
<td>Compass position</td>
<td>Compass position</td>
<td>Hazards</td>
<td>Turn right indicator</td>
<td>Turn left indicator</td>
</tr>
<tr>
<td>6</td>
<td>Polarity</td>
<td>Enviroment temperature</td>
<td>Enviroment temperature</td>
<td>Enviroment temperature</td>
<td>Enviroment temperature</td>
<td>Enviroment</td>
<td>Enviroment</td>
<td>Enviroment</td>
</tr>
<tr>
<td>7</td>
<td>Empty</td>
<td>Satellite notification</td>
<td>Door open warning</td>
<td>Seatbelt status</td>
<td>Motor temperature</td>
<td>OIL warning</td>
<td>Airbags warning</td>
<td>ABS Warning</td>
</tr>
</tbody>
</table>

### TABLE II

**CAN Message 020 Structure**

<table>
<thead>
<tr>
<th>Byte</th>
<th>Bit 7</th>
<th>Bit 6</th>
<th>Bit 5</th>
<th>Bit 4</th>
<th>Bit 3</th>
<th>Bit 2</th>
<th>Bit 1</th>
<th>Bit 0</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
</tr>
<tr>
<td>1</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
</tr>
<tr>
<td>2</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
<td>Odometer</td>
</tr>
<tr>
<td>3</td>
<td>Empty</td>
<td>Warning Tyre 1</td>
<td>Tyre 1 Pressure</td>
<td>Tyre 1 Pressure</td>
<td>Tyre 1 Pressure</td>
<td>Tyre 1 Pressure</td>
<td>Tyre 1 Pressure</td>
<td>Tyre 1 Pressure</td>
</tr>
<tr>
<td>4</td>
<td>Empty</td>
<td>Warning Tyre 2</td>
<td>Tyre 2 Pressure</td>
<td>Tyre 2 Pressure</td>
<td>Tyre 2 Pressure</td>
<td>Tyre 2 Pressure</td>
<td>Tyre 2 Pressure</td>
<td>Tyre 2 Pressure</td>
</tr>
<tr>
<td>5</td>
<td>Empty</td>
<td>Warning Tyre 3</td>
<td>Tyre 3 Pressure</td>
<td>Tyre 3 Pressure</td>
<td>Tyre 3 Pressure</td>
<td>Tyre 3 Pressure</td>
<td>Tyre 3 Pressure</td>
<td>Tyre 3 Pressure</td>
</tr>
<tr>
<td>6</td>
<td>Empty</td>
<td>Warning Tyre 4</td>
<td>Tyre 4 Pressure</td>
<td>Tyre 4 Pressure</td>
<td>Tyre 4 Pressure</td>
<td>Tyre 4 Pressure</td>
<td>Tyre 4 Pressure</td>
<td>Tyre 4 Pressure</td>
</tr>
<tr>
<td>7</td>
<td>Empty</td>
<td>Empty</td>
<td>Empty</td>
<td>Empty</td>
<td>Empty</td>
<td>Empty</td>
<td>Empty</td>
<td>Empty</td>
</tr>
</tbody>
</table>
The CAN manager obtains information from the drivers to build the CAN messages and after that sends the message through the CAN bus in the format shown in TABLE III.

**TABLE III**

CAN Message transmitted in standard format

<table>
<thead>
<tr>
<th>BUS IDLE</th>
<th>Arbitration field</th>
<th>RTR IDE r0</th>
<th>DLC</th>
<th>Data Field</th>
<th>CRC field</th>
<th>DEL</th>
<th>ACK</th>
<th>DEL</th>
<th>Space</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Then, the scheduler decides when the driver will configure the ports, and at that precise moment, CAN messages are built and sent.

### 2. RESULTS

The BCM can output 34 unique signals: 9 digital, 5 analog and 20 are software emulated. One special input signal is the key switch as seen in Fig. 2-1, when this switch is activated, it sends the signal called tester present shown in Fig. 2-2 with an ID 0x271 and one-byte data. This message wakes up the system by turning the cluster on and the BCM starts validating the digital signal for 20 ms to avoid a false input. The BCM also takes 19 analog samples in 95 ms, so, by the 100 ms mark, all the data are averaged and sent through the corresponding CAN message. The rest of the signals are software generated, this means that a counter is assigned to each one and after a certain amount of time, the status changes.
Fig. 2-1 Engine switch key

Fig. 2-2 Response received in CANoe tool
CONCLUSION

In conclusion, a low-cost BCM based on the V-cycle and AUTOSAR standard that included a module ready to interact with an indicator cluster using CAN protocol, was successfully developed. Also, this project gives the opportunity for other developers to perform a more robust system by incorporating other modules for custom applications, such as converting an internal combustion engine car to an electric vehicle.
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